두 가지 방법으로 stack 구현
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구조체 배열로 구현한 스택은 스택에 저장되어야 하는 값이 정수나 문자가 아니고 더 복잡한 구조를 갖는 요소일 때 사용이 됩니다. 구조체 안에 필요한 모든 정보를 넣으면 되기 때문입니다. 구조체 배열로 구현 할 시 top과 stack배열을 하나의 구조체를 결합시키고 이 구조체의 포인터를 함수로 전달합니다. 즉 StackType이라는 새로운 구조체 타입을 만들고 여기에 stack배열과 top을 넣습니다. 그리고 이 구조체에 대한 포인터를 각 함수의 매개변수로 전달하는 것입니다. 모든 함수에서 만약 전달된 포인터가 s이면 기존의 top이라고 사용하던 것을 s->top으로 변경하면 됩니다. stack배열도 같은 방법으로 사용하면 됩니다. 이렇게 되면 전역변수로 구현하는 것과 다르게 쉽게 여러 개의 스택을 만드는 것이 가능해집니다. 이러한 방법은 포인터를 이용하여 스택을 조작합니다. 이것은 구조체를 함수의 매개변수로 전달하였을 경우, 구조체의 원본이 전달되는 것이 아니라 구조체의 복사본이 함수에 전달됩니다. 따라서 원본을 수정할 시에는 포인터를 사용해 변경할 수 있습니다. 구조체 배열을 이용하면 스택의 데이터를 구조체의 멤버 면수로 저장할 수 있어 데이터를 쉽게 조작할 수 있지만 스택의 크기가 미리 정해져 있기 때문에, 스택이 가득 차면 더 이상 데이터를 저장할 수 없게 됩니다. 스택을 동적 메모리 할당으로 생성하는 방법을 사용할 시 이를 보완할 수 있습니다. 이 방법을 사용하면 각종 함수들을 호출할 때 보다 자연스러운 표현이 가능합니다. 하지만 사용이 끝나면 반드시 동적 메모리를 반환해야 합니다. 동적 메모리 할당을 사용할 시 필요할 때마다 스택의 크기를 동적으로 늘릴 수 있습니다. 메모리를 늘리는 방법은 push()에 realloc()함수를 사용하여 현재 내용을 유지하면서 주어진 크기로 동적 메모리를 다시 할당할 수 있습니다. 이 방법은 스택의 크기가 동적으로 변하는 상황에서는 유리하지만, 메모리 관리 등의 부담이 있습니다.